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Code inspection [1] is a technique that involves the manual scrutiny of source
code documents with the aim of reducing the number of defects. It is commonly
accepted that the size and complexity of software systems demands a ‘divide-and
dividing the system into its use-cases. Dividing object-oriented source code in a
similar manner is however very challenging. A system’s behaviour (encapsulated
in a use-case) is the result of a series of method invocations (messages) that are
sent between objects. A consequence of the object-oriented decomposition strategy
(decomposition of the system into data structures as opposed to functional
decomposition) is that function and code are no longer coincidental. Function-
ally related code is distributed over many classes that are structurally related
to each other via inheritance and composition. Paradigm features such as poly-
orphism and dynamic dispatch make it virtually impossible to determine the
run-time sequence of method invocations that corresponds to the feature that is
being inspected.

Various automated approaches have been developed that attempt to auto-
matically locate source code that corresponds to a particular feature or use-case.
Many of them are based on analysis of the call graph of a system (a graph that
represents methods as nodes and possible calls as edges between them). Sev-
eral approaches require dynamic information (information that is captured as
the system is executed), e.g. work by Eisenbarth et al. [4] or Egred [5]. This is
impractical for software inspections because the system may not necessarily be
executable (e.g. the system may be a framework) and it is difficult to determine
a complete set of test cases that are representative of the feature to be inspected.
Purely static approaches on the other hand are too conservative. The subset of
possible method invocations returned is too large to be of use to the inspector
(e.g. work by DiLucca et al. [6] and Qin et al. [7]).

I believe that by specifying a small set of key methods which must be executed
for a given feature (referred to as ‘landmark methods’), the amount of code
to be inspected can be significantly reduced. This would provide the inspector
with a more focussed code base, ignoring methods that are irrelevant. This small
amount of lightweight dynamic information allows for an analysis approach that,
depending on the number of methods specified by the inspector, provides a useful
comprise between a sound but conservative static analysis and a precise but
unsound dynamic analysis.
A two-stage approach has been developed that takes as input the call graph of the system to be inspected and a set of landmark methods specified by the inspector. Making the assumption that the inspector is only interested in other methods that may influence or be influenced by the execution of these landmark methods, the approach uses the call graph and method dependence information to identify other relevant method calls. In the first stage direct paths on the call graph are identified between landmark methods. A set of direct paths between two nodes takes the form of a hammock graph [8,9] (which is a single-entry single-exit directed graph). In the second stage the approach uses code slicing to identify further call sites that may influence the execution of methods that have been identified in the first stage. Slicing [10] is a code extraction technique that highlights code that can affect the execution of a point in the source code (in this case a call site).

Initial results [11] have been computed for a set of sample use-cases in the JHotDraw drawing editor framework. Precision and recall values for queries with respect to different combinations of landmark methods indicate that although the approach can potentially produce accurate and useful results, its success depends heavily on the selection of adequate landmark methods. A large part of this work's evaluation is based on generating a set of guidelines that can be used to assist the inspector in the selection of useful landmark methods. These guidelines will finally be validated on a larger case study.

References