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ABSTRACT > It enables interoperability between distinct simulation
environments, a practice promoted by the High Level
Architecture (HLA) (Smith 1998). Although HLA promotes

The increase of computing power and its wide availabilityrbesed interoperability, its object management allows the subsaripti

interest in the use of Collaborative Virtual Environmentstrfaining o and discovering of remote objects thus violating the space
purposes. Nevertheless, many of the currently developed training decouplind. Further concerns of the HLA are covered in (Davis
simulations are inflexible and support only a limited number of ;.4 Moeller 1999)

scenarios, often limited to a single domain. This work atms

investigate the challenges of separating the domain logio the > The three different parts (KBgvents spaceand simulation

system using it. The work presented in this paper proposehkigvec environment) can be individually tailored to the expertise and
the aboveby separating the architecture into three parts: domain computer literacy of their users (domain experts, trainad
knowledge, simulation environment aadents spacehich links the trainees).

revious two. The domain knowledge holds the scenario logic pr . .
Eehaviour which dictates how the sce%ario should run. The Simglati%urthermore, thevents spacattempts to achieve the following goals:
environment is where participants meet and interacteVhets space » Automatic generation and control of scenarios for training
links the two parts by using the domain knowledge to control the purposes.
scenario running in the simulation environment. By formulating our . . . .
system in this manner we attempt to achieve the flexilplifysued Use the ability of KB systems to provide explanation afisahs
and identify and tackle the challenges involved. to guide trainees during simulation sessions.

The inherent distributed nature of a CVE and the existence of many
different techniques for communication, such as the events meohani
with its decoupling ability (Drew et al, Eugster et al 2008ye
encouraged us to attempt the separation on a collaborativel vi

INTRODUCTION environment rather than on a VE.

In this paper, we first describe the related work, followed Hgtailed
A number of virtual environments (VEs) and collaborativeuatt Presentation of the proposed architecture where we show taeediff
environments (CVEs) have been developed over the years, lakin tructures and hovy they communicate to achieve the mdependence
such things as training firefighters (Romano 2001), police eslic >CUght. Finally, we illustrate the first prototype developgshowing
(Williams 1995) and navy personnel (Hamman et al 2001a), and ﬂtl%é:tblhty to run two dlgtlnct scenarios: investigating dftermath of a
reconstruction of traffic accidents from textual reporteaerg et al  Vehicle accident situation and virtual lecturing.
2003). The main issue with such systems is that they are domai
dependent, which makes it difficult to reuse their simulatioresys RELATED WORK
on different domains without extensive work. However, thisns
expensive and time-consuming process. As identified in (Dachskitthis section we describe the methods used to structure Sonula
2001) domain specificity in system development leads to high@nvironments and categorize them with regards to the nethij
inflexible applications. between them and the scenario logic. Such categorization ree&mi

. . L o ) this relationship in terms of the communication approaches gatplo
Our work investigates how the disciplines of distributed enviem® 5 control the scenario logic and the flow of the scerlagie from its
and expert systems can be combined in an attempt to achieve d§grce to the simulation environment.

separation required which we believe leads to a domain-independent

architecture. From distributed environments we investigate tWée can consider the following different categories basedhen t
suitability of events as a communication mechanism between ttelationship between the scenario logic and the simulation
simulation environment and tlewents spacérom expert systems we environment: applications, virtual development environments,
examine the applicability of using knowledge-base systems {&B) commercial software environments, and KB systems.

store and inference the domain knowledge which is used to ctivgrol
scenario.

K eywords
Collaborative virtual environment (CVE), knowledge-base esgst
(KB), architecture, events

Certain applications (Romano 2001) tend to embed the scenaxo logi
inside the simulation environment code and most likely changés to
One of the major contributions of this paper is introducingwents logic require recompiling the simulation system. Other apfitbns
spacewhich is an intermediary between the scenario logic and tff@kerberg 2003, Hamman et al 2001a, Williams 1995) attempt to give
simulation environment. Using such an intermediary should result $ome ability to modify the logic without recompiling, thuisrénating
decoupling the scenario logic from the simulation environméntiw the developers involvement in the scenario creation cydiés iB
confers several advantages: accomplished by providing ways for the domain experts or taioer

. . . . . insert the logic into the simulation environment. Howevéesée
» The logic and the simulation environment can be mOd'f'egppIications are usually very domain dependent.

entirely independently allowing iterative development cycles.

» The decoupling encourages encapsulation and other good object-
oriented coding practices.

! Space decoupling (Davis and Moeller 1999)



Some virtual development environments (Cruz-Neira et al 200@nvironment in an attempt to be domain and simulation environment
Hawkes and Wray 1998, Shaw et al 1992, Tamberend 2003, Wangdnelependent simultaneously.

al 1995) are built specifically for the use of developers produci T . . L
virtual environments. These environments normally ease t.@e distinguishing factor of the proposed intermediary liebérviay

development lifecycle by abstracting the low level compiesisuch itis modularlsed and run as a separate service prqwder,.tused
as interacting with VR devices. However, some of theseldement autqmatlcally generate and Service scenario behavioursinauiation
environments are no different than using a programming Iangnageﬁinv'ronment' The scenario behawqqrs are .constrgc.ted frqm a
the sense that it places the creation of the link betweemgheand powleqlge ba$e representing a spemﬁc.domam. Parnc;paythem
the simulation environment in the hands of the develope?'mwat'on environment communicate their status to the inieme
Nevertheless, some of these development environments (Hawies and receive events to decide their course of action. The

Wray 1998, Tamberend 2003) encourage flexibility by providing 8ommunication between the simulation gnd the intermediary in a
high level scripting language, thus making it feasible to bel fwe second stage of development will be achieved through the wse of

separating and modifying the scenario logic. One tool (Shaal e events service and more specifically the publish/subscribe mieoha

1992) even provides a higher level of support in the form ohple KB systems have an advantage over conventional algorithmic
script file for creating environments. techniques when solving complex problems. Reasoning to solve

The commercial software environments (such as DI-Guy™ aﬁgmplex issues using knowledge (e.g. rule-based systems) s muc

Vega™) address the domain independence in a much better way; plir than lr(e;ggdrf\ing about algorithms which have loops and
allowing the logic to be inserted using a graphical interémce high- ranches (Hoo )-

level scripting language. These succeed in achieving domaffe architecture proposed is composed of three main part&Bthe
independence but usually the logic gets formatted in a proprietafe events spaceand the simulation environment. These need to
format to the specific environment, thus lacking the simulatiocommunicate with each other in order to run the simulation
environment independence. One of the strengths of these ttiodsris environment. The role of the events mechanisms is to cobple t
ability to cater for a wide range of users by providingrimtéon ntermediaryevents spacéo the simulation environment. There are
methods of different levels of complexity. Such tools camsd®d by many different events mechanisms such as publish/subscribe gmessa
domain experts or scenario creators using the graphicalaegsrf passing, remote procedure call (RPC), notifications, shepacde and
provided. The developers also can make use of the API accessssage queuing. We chose the publish/subscribe mechanism because
provided. it offers full decoupling, as explained in (Eugster et al 2003).

KB systems (Hamman et al 2001b, Szarowicz et al 2002) aredjeawe suggest that using a KB system from one side and
towards separating the logic or knowledge from the systéng s publish/subscribe event mechanism on the other side will not only
They have an inference engine to deal with retrieving the apatepr achieve the proposed separation goal but it will also congribut

results. Furthermore, the separation also allows the roatidh of the  immensely to making the intermediary module, ¢kents spacdully
knowledge independently from the simulation environment and mogecoupled from the simulation environment side.

frequently without developer involvement, which means there is no

need for recompilation of the simulation. EVENTS SPACE ASINTERMEDIARY

The drawbacks of some of the previous categories are: . ' o
The conceptual design for tleeents spacis shown in Figure 1. The

> The embedding of the logic in the simulation environment makefrected arrows show the flow of information amongst évents
it inflexible to change. spaceand the three main entities: KB, entities and relationships, a
» The logic usually tends to be specific to the simulatio B i natoral

environment and requires some work to be able to reuse it i

different simulation environment. This usually makes the log o o E .

created limited to a specific simulation environment. omain =xper |
Some of the strengths of the previous categories are: KB in Machine Entities & %

. . . . . Relationshi
> Interoperability between different simulation environments. % language elationships
. . . . . Developer

» The separation of the logic from the simulation environment Knowledge ¢

shown by the KB systems. Engineer

. . . H 1. Generate Events
>  The decoupling accomplished using events mechanisms. 5. Sceleree EYers ;
.y . o . . 3. Filter Events
> Providing a high-level scripting language makes the interacti 2. Control Events
with the simulation environment less complex. Trainer
In comparison with the above categorization we propose a New i=---g---—=-—q--—-—£ &% ————— - —————_—— )
. - . - - . . 1
category we call ‘simulation services’ (similar tolwservices). This f ¢ f f £
Environment Action
1
1

category attempts to combine the best practices fromabwve | Scene  Scenario Time
categories and also avoid their drawbacks. The main gotiliof Layout Ready Status Update
category is to make the simulation ‘brain’ run as a sebwdinkingit ~ -~~~ TT T T T T TTTTT Ty T T TTTTTTTTTTTT
with the logic from one side and the simulation environmemh fitee

other side, therefore advocating independence from both sides. The
independence from the simulation environment means that the ‘brain’ ¢
can be reused to service other simulation environments, pobsilil

using different languages, as long as they conform to common
communication protocols.

OUR APPROACH

Publish/Subscribe

Server/Host

Simulation
Environment

Environment
Simulation
Environment

Figure 1. Events space as a link between knowlebgge anc
simulation environment

The simulation environment architecture we pursue puts an
intermediary between the scenario logic and the simulation



simulation ~environment/s. The process of creating a virtughputs
environment will undergo the following steps.

First, the KB is simply information elicited from domaixpert/s and The following sections describe the entities that interath the
represented in a natural language. A Knowledge Engineer theatformevents spaci more detail and provide samples of the format.

such knowledge into a format that is specific to ¢kients spaceAt . . .

this point theevents spacean access the knowledge and use it tEENtities and relationships

create and control scenarios. The entities and relationships module holds a description of how

events can take place in the simulation environment (i.e. the

Second, the simulation environment developer provides the entitig,napjlities of the simulation environment - these capatsilatslow

and relationships that represent the simulation environment engjgge| reflect the functionality of the simulation enginepeTevents
capabilities in the form of a class diagram showing thehau spaceuses this information to form the events that are then gasse
variables, etc. The format that represents the entitiesstatibnships  he simulation environment to be interpreted and acted upon. The

is again specific to thevents space access to the simulation environment is provided by embedding a

Third, the simulation environment sends the scene layout, &ne, high-lev,el scripting language that allows run-time accessthe
environment status and receives a message to state tisaettzgio is Classes’ properties and methods.
ready and receives events dictating what should happen next. KB

Once theevents spaceeceives the KB and entities and relationships ifhe knowledge base module holds the knowledge of the considered
its format, it can then start creating various scenafibe.process of domain acquired from the domain expert by the knowledge engineer.
creating these scenarios starts by creating single ewghish are In its natural language form it can be represented using simipkein
filtered into plausible and implausible events based either on huntlse form of ‘IF (condition) THEN (action)’. These ruleseathen
intervention or set criteria (e.g. event duration). Therfild events are translated into the specific format of teeents spacby a knowledge

then sequenced to make up the scenario. These sequences are pasgéteer who uses the entities and relationships format quedeli
again through a filter to validate them. On the other end when twhich describe the different entities, their attributes, andtheware
simulation environment passes its scene layout t@vhats spacea  related to each other.

sequence of possible events from the accepted scenariossencho .. . .

This sequence must conform to the content of the environmenitlay Simulation Environment

For example, no animation of person in pain is shown unlessitherd e events spaceequires three types of information from the
an injured person in the scene layout provided. simulation environment: the scene layout, the simulation tane,

changes in the environment status. The information thaevbkats
The scenario creation process described above can run offind@  spacesends is an acknowledgement of the readiness of the scenario
results are stored for future use. To start #wents spacghe and messages describing what should happen next in the simulation
simulation environment needs to send its simulation time and tBAvironment based on the current time and environment status.
simulation commences. The role of tlegents spacewitches to o ) )
Controning the Scenario based on the current t|me Of the aﬁuul The communication betWeen the hOSt maCh|ne that services the
and the environment status received from the various simulati§imulation environments and tkeeents spacis accomplished through
environments. Thevents spacgenerates events based on time and/dhe use of the publish/subscribe event mechanism. This is the only
the occurrence of some behaviour (e.g. collision, useoractime Mechanism which offers full decoupling betweenehients spacand

increasing, etc) in one of the simulation environments. Enempted the server that hosts the simulation environments. In the

one party needs to advertise an event with the publish/subscribe

The trainer is provided with an interface to thents spaceo allow  service and the second party to subscribe to the advertised eve
him to filter events, create scenarios, and control smEnareated by

theevents spacé he first two are done offline whereas the controllingl rainer

is done at run-time where the trainer can monitor the trajmiogress A trainer can interact with thevents spacén three ways: he can

and alter the scenario to guide it towards a specific trgipath. manually create and modify scenarios, he can filter autoatigti
created scenarios and he can monitor currently running scetarios
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Figure 2: The internal workflow of the events space



redirect the training course to guide the training along @iffetracks.

Workflow

Figure 2 shows a sequenced workflow of the architecture. Theddot
box shows the boundaries of the events space. The workflow can b
divided into two main phases. The first phase occurs offlinerédiie
simulation environment connects to the events space. The secon
phase occurs after the simulation environment makes the camecti

Game Engine

Network Input Graphics Sound
The sequenced arrows 1 to 9 mark the first phase where the knewledc
base rules are passed in machine language along with thesesmtidie
relationships to the generator component. The generator thatesr DirectX 9
events and stores them in the Epool. After that, these eweats
filtered by the filter and marked accepted or unaccepted. Thetacc Windows OS

events get used by the generator to construct sequencesthktcad
in the SEpool. Similarly to the events, the filter agaviews these
sequences and marks them acceptable or unacceptable. The next step,
shown by sequenced arrows 10 to 18, occurs when the simulatiog
sends its scene set-up to the generator to create evetific gpehe
scene provided.

Figure 3. Simulation environment architecture

The scene set-up is used to filter sequences, and sequenceattat m
the provided scene are then passed to the Cpool. The Cpoetlibyis
the controller component to service events to the simalatio
environment.

The controller starts by receiving the synchronised evemt fiwe
events service which the controller subscribed to. Aftertsgmising
the time, the controller starts monitoring the events inGpeol to (a) (b)
search for events consistent with the current time to lee.fithe
controller also checks if the preconditions of any of thenevare
satisfied by receiving status events from the event serMoreover,
the controller examines whether triggering an event requitesr o
events to be triggered. To take advantage of the reasdnemgth of

KB systems, the controller can also be used to provide tontise To enable the manipulation of the scenario behaviour, a high-lev
trainee by checking the Cpool, SEpool, Epool, and KB in machirseripting language has been embedded in the architecture as shown i

Figure 4. Vehicle accident investigation (a), virtual leicigi(b)

Inserting a scene layout: permits the trainer to inserereifit
scenes making the architecture scene independent.

language respectively for actions to the current situation. Figure 3. The language used in our prototype is Python, whiakisallo
for easy replication of the game engine classes thabased on an
A FIRST PROTOYPE object-oriented approach using C++. Furthermore, the other ageant

scripting provides to this prototype is the ability to dynahycload
code (Hook 2004) which can be used to insert and control the
behaviour. Figure 3 shows how the scripting language is embedded
across three architectural layers (DirectX 9.0, simulagiogine, and
simulation environment), which allows it to access anyheit. A
game engine has been built on top of DirectX to abstraaif ats
cpmplexities. The simulation environment lies above the gargme

d holds the objects, the players, and the scene settingepThger
is the behaviour controller which allows run-time accessthi®
simulation environment and allows the trainer to broadcastteve
inserting or changing the behaviour of any objects, playersanrof
the simulation environment.

In the first prototype of the proposed architecture a humametraicts
as substitute for the proposedents spacerlhis prototype has been
used to evaluate the architecture’s flexibility and suitabifiy
collaborative virtual environments. The aim of this implata&on is
to simulate the behaviour of tlevents spaceroposed by having a
domain expert doing its tasks (i.e. creating, monitoring, a
controlling the simulation behaviour). Furthermore, the archite
should cater for inserting different scene layouts to malseene
independent as well. The trainer, acting asetrents spaces able to
monitor the simulation environment and trigger and control evest
he sees appropriate to achieve the goals of the scendris thaning.
The scenario creation passes through the following steps:| mode
creation, scene set-up, and scenario configuration. The marels
created using a 3D drawing tool; we have used 3D Studio Max 6.0.
timised models are then exported to the Microsoft DirdieX

format, which is then used by the Scenario Creator. Subsequéetly,
scene layout is created by positioning and orienting the ohjetite
» Creating scenario behaviour: allows the trainer to crdiffezent  SCe€ne.

scenarios by adding events such as adding animation paths

objects or attaching sounds to objects.

The two main goals to be established at this stage to adthres
flexibility issue are: the ability to provide a method fosérting the
behaviour desired into the system without reprogramming a
recompiling the application, and the ability of the prototypealtow
run-time control of the behaviour inserted.

'It% Scenario Creator inserts the objects’ information antlatabase

contains five tables, three of which are specific to tk@ago (games,

> Monitoring scenario behaviour: permits the trainer to walteh t Players, and scene objects) and the other two hold reusablelgener
scenario unfolding by joining the scenario as an invisiblgata (meshes and groups). The scene tab allows the insertion and
participant. positioning of objects in the environment. Titles are assignesach

object to ease their identification. Each object createdlsasts own

> Controlling scenario behaviour: allows the trainer to stop Qnjque identification number which is stored in the SceneObjects
change the course of the simulation behaviour. table.



Two scenarios were deployed on the prototype architectuseadw
that the scenario logic is no longer embedded in the simulati
environment and that it can be inserted and controlled by an outd
component (the trainer using an interface). The first sceaaris at
training new police officers on how to investigate and deti the
aftermath of a traffic accident. The second scenaria igrtual
classroom which allows participants to join a single emvirtent and
communicate using voice. Figure 4 shows the two scenaits.erb
shows one of the scenarios running on a Reflex set-up at
University of Sheffield.

The vehicle accident scenario was run on six subjects from Du
Police who all had the same training background which consists
four years of police academic college and two specialir@ding
courses in vehicle accidents investigation. The six subjebtre
chosen by the trainer. During the run of the experiment we natieéd
all the trainees made good use of the navigation methods aradjeth

Figure 5. Accident scenario running on Reflex Studiaupet-
to investigate the accident scene. They also made goodfuke o Drew, R., Morris, D., Dew, P., Leigh, £.System Architecture For

headset facility in identifying the drivers and communicatingpwie Supporting  Event Based Interaction And  Information

operation room operator. One of the trainers said thatigabirhining ~ Accesshttp://citeseer.nj.nec.com/370116.html
has shown him clearly the trainees’ weaknesses which were ’P_Q}gster P., Felber, P., Guerraoui, R., Kermarre€ha&.many faces of
obvious to him while conducting the theoretical training. publish/subscribeln ACM Computing Surveys (CSUR), volume 35,
CONCL USI ONS issue 2 (June 2003), pages: 114 - 131

Hamman, M., Wilkins, D. C., Carbonari, R., Mueller,0EC-Train 4.0

The separation of the domain knowledge and the ability to caohtl
run-time were the two primary objectives of the firsttptgpe. The

Instructor’'s Manual Knowledge Systems Lab Report UIUC-BI-KBS-
2001-0040. Beckman Institute, University of lllinois, Urbana-
Champaign. November, 2001.

separation has been achieved by the use of a high-level language

(Python) to create a layer on top of the simulation envieniro act

Hamman, M., LeMentec, J. C., Wilkins, D. @gsign Requirements

as an interface. This means that behaviours can be inserted &¥dDC-Train 4.0 Knowledge Systems Lab Report UIUC-BI-KBS-
controlled at run-time. The abstraction achieved by the swgipt 2001-0029. Beckman Institute, University of lllinois, Urbana-
language made controlling the application behaviour much easier £hampaign. February 2001.

dynamically loadable at run-time. Moreover, using an existingawkes, R., Wray, M'LivingSpace: A Living Worlds Implementation
language rather than building our own reduced the development tilgng an Event-based Architecture” HPL-98-181, Extended
and eliminated the need to build a parser and evaluate it. The otBterprise Laboratory, 1998.

advantage of this approach is that it allows easier commande . L
Hook, B. The Secret Life Of Game Scripting~eb, 2004

added making the use of the simulation engine simpler. .

g g P http://bookofhook.com/Article/ GameDevelopment/TheSecretf@ao
Creating and running two different scenarios on the prototypeeScript.html
simulation environment has demonstrated the flexibility of th
approach since it managed to detach the domain knowledge from ision Making Skills under Stress in Virtual Dynamic
S'm“'a“of‘ environment and a”f.’W. Its control at rqn—tlme.sﬁmsults EnvironmentsPh.D.thesis, Computer Based Learning, University of
are promising. Proving full flexibility would require moreste to be

/ ! ; . . - Leeds, UK, August 2001.

carried out involving scenarios from different domains. The i ' .
observation that can be made about the flexibility of the patols  Shaw, C. Liang, J, Green, M. Sun, Yhe Decoupled Simulation
that the more the simulation environment functionality is exposéviodel for Virtual Reality Systemk1 Human Factors in Computing
through the scripting language the more flexibility is achieWdds Systems CHI'92 Conference Proceedings, pages 321-328, Monterey,
means if the full simulation environment functionality is expipseen ~ California, May 1992. ACM SIGCHI.

the system can be labeled fully flexible according to our gesmr of  gmith, R.Essential techniques for military modeling and simulation
flexibility, i.e. the ability to insert and control behavioatsrun-time.  proceedings of the 30th conference on winter simulation, 1998,:pages

We have shown that our prototype architecture can handle the runrifqg - 812 ISBN:0-7803-5134-7

of multiple environments while allowing a trainer to monitbe Szarowicz, A., Forte, P., Amiguet-Vercher, J., Geldpjt P.
simulation and trigger events to create the desired sceifdéwéonext Application of Autonomous Agents for Crowd Scene Generdiah
stage will replace the trainer by the architecture propas€igure 1. Hellenic Conference on Al SETN-02, vol. 2 April 11-12, Thessi#lp
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