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ABSTRACT
Many games today are developed using game engines. This development approach supports various aspects of portability. For example games can be ported from one platform to another and assets can be imported into different engines. The portability aspect that still remains underdeveloped and requires further examination is the complexity involved in porting a ‘game’ between game engines. In this work the game elements that we aim to make portable are: game logic, object model, and game state which represent the game’s brain. These are referred to as the game factor (or G-factor). We describe how a typical game development approach using the Torque game engine makes the G-factor dependent on the engine and we contrast this with a new approach which enables G-factor portability between engines.

Categories and Subject Descriptors
I.3.6 [Computer Graphics]: Three-Dimensional Graphics and Realism.

General Terms
Design, Architecture, Experimentation.
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1. INTRODUCTION
The shift in game development from developing games from scratch to using game engines was first introduced by Quake and marked the advent of the game-independent game engine development approach [20]. In this approach the game engine became “the collection of modules of simulation code that do not directly specify the game’s behaviour (game logic) or game’s environment (level data)” [27]. This makes the game engine reusable for (or portable to) different game projects. However this shift produces a game which is notoriously dependent on the game engine. For example why can’t a player take his favourite game (say Unreal) and play it on Quake engine or vice versa?

Hardware and software abstractions have facilitated the ability to play a game on different hardware and on different operating systems (in some cases with some modifications). These abstractions have also facilitated the ability to use level data assets such as 3D models, sound, music, and texture across different game engines. This ability should also be extended to allow for the game itself to be portable. The goal of our work is to make the game engine’s brain portable, where the brain holds the game state and the object model and uses the game logic to control the game. We collectively refer to these three things as the G-factor. We see the portability of the G-factor as the next logical step in the evolution of game development and following Lewis and Jacobson’s terminology [20] we call it the game-engines independent game development approach (see Figure 1).

A benefit of making the G-factor portable would be to encourage more developers to make use of game engines, since a particular game engine’s future capability (or potential discontinuation, as was the fate of Adobe Atmosphere which was used for Adolescent Therapy – Personal Investigator [10]) would not be a worry as a different game engine could easily be substituted. This problem has recently been referred to as “the RenderWare Problem” [9] after the acquisition of RenderWare engine by Electronic Arts (EA) and its removal from the market. We see the issue of rewriting the G-factor from scratch every time we migrate from one engine to another as similar to the undesired practice of developing games from scratch which was deemed unfeasible and resulted in the advent of game engines.

Section 2 describes the aspects of portability in relation to game engines and the techniques that have been tried to aid G-factor portability. Section 3 demonstrates the issues with the typical game development approach through the development of a sample game which is then contrasted to the development of the same game using the new approach which enables the G-factor to be portable. Section 4 describes the evaluations conducted and discusses the two development approaches. Finally section 5 presents the conclusions.

2. PORTABILITY AND G-FACTOR
Figure 2 illustrates the current aspects of portability addressed in game engines. First, with hardware and software portability the game can be played across different platforms and operating systems by employing hardware and software abstractions. Second, portability of assets means that 3D models, textures and sounds can be used across different game engines. Third, middleware portability allows for components to be used across game engines such as AI and physics.

The aspect of portability that requires further investigation is the G-factor portability. Examining what has been done to aid this portability we found initiatives and projects which can be grouped into four areas: artificial intelligence (AI) architectures, interfaces, standards and file formats, and frameworks or protocols.
The AI architectures use custom made or off-the-shelf components such as the AI Middleware (e.g. SOAR [19], AI.Implant¹, etc.). The need for using a component to handle the AI emerged because of the increase in AI complexity and the increase in the processing time allocated for it. This made reinventing the AI wheel every time a game is developed a redundant process. From a software engineering perspective this practice is encouraged as it promotes above all reusability. The practice of specifying the game using the AI middleware format is not what we eventually want since this merely moves it from one proprietary format (game engines) to another (AI middleware). Nevertheless it is a step in the right direction of moving the game away from the game engine’s format. The architectures that promote portability more than others are those that allow complete removal of the game from the game engine such as TIELT [2]. Others that only partially remove the game are obviously less portable such as Mimesis [28] and MissionEngine [26]. The AI architectures promote the use of their own proprietary format which is similar to what game engines do. Furthermore suggesting a monolithic architecture as a complete entity is what is needed. Instead initiatives must examine the causes of the G-factor portability problem and provide practical solutions that can be employed even if their architecture or middleware is not chosen.

The interfaces aim to provide access to external programs and in game engines we found two types of interfaces: specific and common. These provide access to the G-factor elements to overcome the difficulty raised by the lack of interoperability. A number of interfaces have been developed to provide access to specific game engines. For example the interfaces that have been used to access Unreal are Gamebots [1] and GOLOG Bots [14]. To access Quake one can use Quakebot [18]. FlexBot [17] is used to access Half-Life and Shadow Door [15] is used for Neverwinter Nights. These provide interfaces for specific game engines. Other projects are attempting to provide common interfaces to game engines such as the initiative by International Game Developers Association (IGDA) for world interfacing [21] and OASIS [3]. Interfaces may have more success in the serious games community rather than a fast evolving games industry.

The third area is the standards and file-based formats such as VRML/X3D². These still lack the maturity needed for game development. For instance VRML lacks the rendering capability required. It also suffers from speed and security issues [15].

The fourth area is the frameworks or protocols that aid interoperability between different simulations like the High Level Architecture (HLA) [23] and Java Adaptive Dynamic Environment (JADE) [22]. Despite the fact that this category focuses more on the interoperability between simulations and less on how the game is linked to the simulation it is mentioned here to illustrate that portability exists at different levels. HLA for instance promotes it at the simulation and object level and JADE promotes interoperability at the functionality level. HLA identified the simulation functionality that are generally required across all systems and thus should not only be part of a single simulation system but available for others. To achieve this it moved the general simulation functionality from the simulation system to the HLA infrastructure and thus made them accessible to other simulation systems [24]. An example of the functionality provided is object management which is used to share
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object instances between different simulations. JADE was designed to address the monolithic nature of current Virtual Environment (VE) systems. Oliveira et al. [24] argue that in current VE systems it is not possible to replace or increment the necessary functionality. JADE proposes to host Modules without the concern for their functionality which is the responsibility of the VE developer. A Module can encapsulate an entire system or a block of code and thus can be reused by others. These frameworks and protocols require the projects to comply with their infrastructure to be able to interoperate with other systems. The other challenge facing them is to create a generalizable infrastructure to support any kind of environment [16].

In a survey [7] of 30 projects that have used game engines we found that AI architectures and interfaces were used by 30% of the projects surveyed.

### 3. A NEW ARCHITECTURE FOR G-FACTOR PORTABILITY

This section contrasts a typical game development approach to the game development approach proposed in this work. Section 4.1 describes what is consider a typical development approach through the development of a sample game and highlights the dependencies associated with this approach. Section 4.2 then proposes a new approach to address these dependencies and describes an architecture called game space architecture (GSA) which has been implemented to validate this approach.

<table>
<thead>
<tr>
<th>Table 1: Comparing a typical game development approach to GSA’s approach.</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Step</strong></td>
</tr>
</tbody>
</table>
| 1. Create the level data. | - Create the decorative objects in the game engine.  
  - Create the game objects using the world builder or TorqueScript. | - Create the game objects using the world builder in the game engine and give them a unique ID which identifies these objects in the game space as well. Load these objects using TorqueScript.  
  - Create the game objects in the game space with the same unique ID using Jython. |
| 2. Create the GUI. | - Use the game engine interface builder or TorqueScript to create the interface. The behaviour is set as part of the game logic (step 4). |  |
| 3. Create the object model. | - Use TorqueScript to extend the objects or create new ones. | - Create the object models for the game objects that require representation in the game engine and the game space.  
  - Create the other game objects models in game space. |
| 4. Create the game logic. | - Use TorqueScript to set the behaviour in the game engine. | - Use Jython or Java to create the logic in the game space. |
| 5. Create the adapter. |  | - Send the updates from the game engine to the game space.  
  - Create the adapter which translates between the game engine and the game space. |
3.1 A Typical Approach to Game Development

We will use a game we call ‘Moody NPCs’ to illustrate the typical approach to game development. The game consists of a number of non-player characters (NPCs) that react to a player based on their mood. The player can carry out actions such as greeting or swearing. Each NPC reacts to the action based on his mood which is governed by two variables: cowardness/courage and forgiveness/punishment. The game allows the user to navigate the level and click on an NPC which reveals its current mood and the actions available. The player can adjust the mood variables and try out different actions. The Torque game engine is used to demonstrate how the game is developed. The typical game development approach can be grouped into four main steps as shown in the typical approach column in Table 1.

To create the game level data Torque engine provides a level editor called World Editor. The level can also be created using other ways such as: scripting, API, configuration files, etc. The game level data contains the terrain of the environment and the decorative objects (e.g. houses, trees, etc). These objects can be exported from 3D modeling tools (e.g. 3D Studio Max) to Torque’s format. The level also contains location markers for the game objects (e.g. NPCs and player). Scripting is used to create the other game objects (e.g. Reaction, Action, and Interaction) as shown in Figure 3c. This approach for creating the game level data is very common amongst game engines and as the surveys [7] showed 84% of the engines surveyed provide editors to create the game level.

Figure 4 shows the graphical user interface which has mood variables sliders on the top left corner of the screen and actions controller on the bottom left corner of the screen. The player can use the keyboard to navigate around and the mouse to select a NPC which reveals its mood variables and the actions. Torque has a GUI Editor to set most interface controllers. As with the game level data the interface can be created by other means such as scripting, and configuration files.
The third step is to create the object model to hold the structure for the game objects. The object model consists of five classes (see Figure 3a): Player, NPC, Action, Reaction, and Interaction. Torque has a default object model for the player and the AI player. These can be extended to add the properties that are specific to the game (i.e. mood variables to NPC). The extension and the creation of the other classes can be created using a static object model using either C++ or TorqueScript. The other game object models are created using scripting (see Figure 3b for an example). The final step is to create the game logic which controls how the NPC reacts to the player actions (see Figure 3d for an example).

Communication between the game engine and the game space

1. Updates are received from the game engine.
2. The adapter uses the scripts mapping table to convert the message to a Jython script.
3. Game state is updated.
4. When a modification is done in the game state the adapter is notified.
5. If the object is of class interest then the adapter converts it to a game engine script.
6. Script is sent to the game engine.

![Figure 5: GSA overview.](image-url)
3.2 GSA’s Approach
Figure 5 illustrates the software dependencies problem the GSA is aiming to tackle. The example of dependencies is highlighted by the development of ‘Gears of War’ which is dependent on Unreal Engine 3 and the underlying software [26]. This is similar to the dependency the Moody NPCs game suffers from. Furthermore it is similar to the dependencies exhibited by the projects we surveyed [7].

GSA’s objective is to reduce the dependencies by adopting a service-oriented design philosophy which enables the G-factor to exist independently of the game engine. The service-oriented approach has proved its practicality for achieving different types of portability such as platforms and languages [12]. The novel design approach employed in GSA combines a variant of the model-view-controller (MVC) pattern to separate the G-factor (i.e. model) from the game engine (i.e. view) with on-the-fly scripting to enable communication through an adapter (i.e. controller). The use of a variant of MVC rather than the normal MVC avoids a known liability which tight couples the view to the model [8]. The use of on-the-fly scripting is used to maintain the attractive attributes associated with a typical game development which uses data-driven mechanisms to modify the G-factor. Most notably modifiability is upheld in a typical game development approach using scripting which our surveys found to be very popular with game engines and projects that use game engines. To maintain this level of modifiability (i.e. scripting level access) to the game engine and the game space, GSA uses on-the-fly scripting to communicate with both via the adapter. For example a communication may begin with the game engine sending the updates to the adapter (step 1 in the communication protocol shown in Figure 5). The adapter converts them into scripts or direct API calls (step 2) which are then used to update the game space (step 3). When the game space needs to communicate with the game engine it notifies the adapter of the changes that need to be communicated (step 4). The adapter formats these into the engine’s scripting language (step 5) and sends them to the engine to be executed (step 6). The separation and the communication mechanism allow the G-factor to exist independently of the game engine. The effect this has on portability means that when migrating to a new engine the elements in the game space (i.e. the game state, object model, and game logic) can stay intact. Contrasting this to migrating a game developed using a typical game development approach which often require all three to be created again shows the extent of the effort saved.

As was shown in Table 1 the first difference between this approach and the typical game development approach is the creation of the game objects which is split over the game engine and the game space due to the two types of game objects (see Figure 6). The first type are the game objects that have to have representations inside the game engine to provide visual representations such as the Player and the NPCs needed for the Moody NPCs game. These require real-time processing in the game engine and it is impractical to communicate every frame from the game space to the game engine. Therefore these objects have to be created in the game engine as well as the game space and only updates are communicated. The second type of the game objects are the ones that do not have representations inside the game engine such as the Action, Interaction, and Reaction objects. These objects can be created in the game space only. The object model creation is similarly split over the game engine and the game space (see Figure 7).

Figure 6: Creating the level data using GSA.
The second difference is creating the game logic in the game space rather than the game engine. The third difference is creating the adapter which handles the communication between the game space and the game engine.

4. EVALUATION AND DISCUSSION
To evaluate the architecture’s ability to make the G-factor portable while maintaining the quality attributes of the typical game development (i.e. modifiability and performance) we conducted two types of evaluations: ad-hoc [4] and structured [5]. The ad-hoc evaluation showed that the same G-factor can be serviced to two different engines. The structured evaluation found the following issues associated with GSA:

- Performance is affected by the separation decisions made (MVC, scripting, and messaging) to achieve portability. Further performance tests on a small game showed that the average game space’s CPU and memory overheads reported are: 1.51% and 16.49MB respectively. The game engine runs at almost the same CPU speed in both approaches.

- There is a danger if the message load increases that the game space becomes the bottleneck in the architecture. Further tests showed that the frames per second (FPS) reduces by 11.6% when using GSA’s approach compared with the typical approach for a throughput of 55.49 messages per second.

- The data integrity across the different game states is at risk. Initial tests revealed no problems, but further tests are required before this can be established with certainty.

When contrasting the two development approaches it is obvious that the GSA approach requires extra work. Therefore, the choice between the two can be dependent on the project size. If the project is a prototype and if rewriting the game is not an issue then the typical development approach is more suitable for rapid prototyping. However if that is not the case, then the GSA development approach presents a better option due to combining the portability attribute with the modular design principle. This means that the need for portable G-factor can be considered as a whole or as a part. Projects that require the whole G-factor to be portable can adopt the whole architecture. But projects that are only capable of investing in part of the G-factor to be portable can choose to do so. Making only part of the G-factor portable may be the only option available for projects that choose an engine that does not provide some of the capabilities required by the architectural decisions. For instance the survey of the projects [7] that use game engines found that 51% of the projects chose Unreal engine for a variety of reasons despite the fact that it does not support on-the-fly scripting.

5. CONCLUSIONS
This work has examined portability in game engines and found three elements that are still lagging behind other portabilities which are object model, game logic, and game state which form the game’s brain. The reasons behind their over dependencies on a game engine were demonstrated using a sample game development. The same sample game development was then contrasted with the GSA’s approach to show how the migration process can be reduced. The effectiveness of this approach has been evaluated and the remaining challenges described. We have used this approach to develop a serious game which was used to train traffic accident investigators in Dubai police [6].

Dounis [11] predicts that gameplay is going to be the distinguishing factor between future games. This will generally mean an increase in the game size. Combined with the increased number of commercial licensees of game engines and the interest engines are receiving from outside the games industry (e.g. serious games community), this will increase the need for portable games which can become a very strong selling point due to two reasons. The first reason is because developers can keep the visual aspects of their game up to date with the latest game engine. The second reason is the security from having to face ‘the RenderWare Problem’.
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